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**Session 3: End-to-End RAG**

<https://github.com/AI-Maker-Space/AIE8/tree/main/03_End-to-End_RAG>

[**Quicklinks**](https://github.com/AI-Maker-Space/AIE7/tree/main/00_AIM_Quicklinks)

| **📰 Session Sheet** | **⏺️ Recording** | **🖼️ Slides** | **👨‍💻 Repo** | **📝 Homework** | **📁 Feedback** |
| --- | --- | --- | --- | --- | --- |
| [Session 3: E2E & Use Cases](https://www.notion.so/Session-3-End-to-End-AI-Applications-OSS-Models-I-and-2025-Industry-Use-Cases-26acd547af3d80b4b646e2fd6f1fd31c) | [Recording!](https://us02web.zoom.us/rec/share/7UJErmXFPnBQmIxWoeHVtCVcjtF1c_XmzAybJLGgei5Xrju_Q2jgPzgjYI8YT06o.pRQgg0m-t4-HHAmV) (\*6zDd0%S) | [Session 3 Slides](https://www.canva.com/design/DAGzJw-3i34/1UdGr5HlXlPjFtabOAWdkw/edit?utm_content=DAGzJw-3i34&utm_campaign=designshare&utm_medium=link2&utm_source=sharebutton) | You are here! | [Session 3 Assignment: E2E](https://forms.gle/ZVvwkbg4jEpHKpCY9) | [AIE8 Feedback 9/16](https://forms.gle/9SnYW7vgNLeGpkh47) |

Building off last week, we're going to take our Pythonic RAG application to the next level!

This will be our updated system diagram for our application after the changes you make below are completed!
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**🏗️ Activity #1:**

This week, we'll be working out of your challenge repository!

1. You can begin by copying and pasting the new aimakerspace library into your challenge repository at the ROOT LEVEL (top level directory).

NOTE: You can use the following command to do the same, just be sure to replace the paths with the correct ones based on your local environment.

cp /PATH/TO/THIS/FOLDER/aimakerspace /PATH/TO/YOUR/CHALLENGE

1. Create a new rule in your .cursor folder with the following text, make this a global rule that applies at all times:

[![image](data:image/png;base64,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)](https://camo.githubusercontent.com/efd2292174bbbc214be9494905f36c51bc0c4991eca34f69e48dfc8f7b7d2a9a/68747470733a2f2f692e696d6775722e636f6d2f755765796f48432e706e67)

You always prefer to use branch development. Before writing any code - you create a feature branch to hold those changes.

After you are done - provide instructions in a "MERGE.md" file that explains how to merge the changes back to main with both a GitHub PR route and a GitHub CLI route.

1. Use Cursor (or your own mind, of course) to include the RAG functionality we discussed last week to allow users to upload PDFs and "chat with them" (interact with a RAG pipeline).

NOTE: You can do this with the following prompt as a way to get started:

Modify the application (frontend and backend) to:

- Allow the user to upload a PDF

- Your PDF should be used to build your RAG's context

- The LLM should only answer questions using information from the provided context

- Index the PDF using the `aimakerspace` library

- Chat with the PDF using a simple RAG system built with the `aimakerspace` library

NOTE: You need to do this from your challenge repo.

1. Deploy the application with Vercel.

**🏗️ Activity #2:**

Determine a specific use-case for RAG, and adapt your challenge application to that new use-case.

Think about how people from that domain or expertise area may interact with your application - and ensure it's suited to them.

This may involve:

* Modifying the UI
* Adding additional file-types to be ingested by RAG

Once done, deploy your customized application to Vercel!

**🚧 Advanced Build:**

🚧 Advanced Build 🚧 (OPTIONAL - *open this section for the requirements*)

Leverage Together API's endpoints to power the LLM in your deployed application - this will require a small change to the aimakerspace/openai\_utils/chatmodel.py file.

NOTE: Also describe the process of modifying the endpoints used - and what made it difficult or not to make this change.

**Submitting Your Homework**

**Main Assignment**

Follow these steps to prepare and submit your homework:

1. Verify that Activity #1 was completed by validating that:
   * Cursor/Claude followed the global rules you added to the .cursor file:
     + It created a new branch prior to generating code
     + It created a MERGE.md file with appropriate instructions for merging this new branch

NOTE: If you "used your own mind" rather than vibe coding with Cursor/Claude then it is your responsibility to do these two things, or ask Claude directly to do them for you.

* + The deployed application is able to upload a PDF, index it, and then chat about the contents of the PDF.

1. Verify that Activity #2 was completed by validating that:
   * Cursor/Claude followed the global rules you added to the .cursor file (same as in Step 1 above)
   * The deployed application is still able to upload, process, and chat about a PDF (the functionality of Activity #1)
   * The deployed application meets your new functionality requirements for the RAG-specific use-case that you implemented
2. Create a ***5 minute or less*** Loom video about the assignment and your modified challenge application
3. Post on social media:
   * LinkedIn or X ⬅️ 2 extra credit points! *OR*
   * [Discord's #build-ship-share-🏗️-🚢-🚀 channel](https://discord.com/channels/1135695983720792216/1415130012394192896) ⬅️ 1 extra credit point!
4. Complete the Homework Form!

**Advanced Build (Alternative to the Main Assignment)**

Follow these steps to prepare and submit your homework:

1. Deploy your updated application to Vercel
2. Create a ***5 minute or less*** Loom video about modifying the endpoints, including a discussion of what made this change difficult and/or easy to implement.
3. Post on social media:
   * LinkedIn or X ⬅️ 2 extra credit points! *OR*
   * [Discord's #build-ship-share-🏗️-🚢-🚀 channel](https://discord.com/channels/1135695983720792216/1415130012394192896) ⬅️ 1 extra credit point!
4. Complete the Homework Form!

<https://github.com/AI-Maker-Space/AIE8/blob/main/03_End-to-End_RAG/aimakerspace/text_utils.py>

from pathlib import Path

from typing import Iterable, List

import PyPDF2

class TextFileLoader:

"""Load plain-text documents from a single file or an entire directory."""

def \_\_init\_\_(self, path: str, encoding: str = "utf-8"):

self.path = Path(path)

self.encoding = encoding

self.documents: List[str] = []

def load(self) -> None:

"""Populate ``self.documents`` from the configured path."""

self.documents = list(self.\_iter\_documents())

def load\_file(self) -> None:

"""Load a single file specified by ``self.path``."""

self.documents = [self.\_read\_text\_file(self.path)]

def load\_directory(self) -> None:

"""Load all text files contained within ``self.path``."""

self.documents = list(self.\_iter\_directory(self.path))

def load\_documents(self) -> List[str]:

"""Convenience wrapper returning the loaded documents."""

self.load()

return self.documents

def \_iter\_documents(self) -> Iterable[str]:

if self.path.is\_dir():

yield from self.\_iter\_directory(self.path)

elif self.path.is\_file() and self.path.suffix.lower() == ".txt":

yield self.\_read\_text\_file(self.path)

else:

raise ValueError(

"Provided path must be a directory or a .txt file: " f"{self.path}"

)

def \_iter\_directory(self, directory: Path) -> Iterable[str]:

for entry in sorted(directory.rglob("\*.txt")):

if entry.is\_file():

yield self.\_read\_text\_file(entry)

def \_read\_text\_file(self, file\_path: Path) -> str:

with file\_path.open("r", encoding=self.encoding) as file\_handle:

return file\_handle.read()

class CharacterTextSplitter:

"""Naively split long strings into overlapping character chunks."""

def \_\_init\_\_(

self,

chunk\_size: int = 1000,

chunk\_overlap: int = 200,

):

if chunk\_size <= chunk\_overlap:

raise ValueError("Chunk size must be greater than chunk overlap")

self.chunk\_size = chunk\_size

self.chunk\_overlap = chunk\_overlap

def split(self, text: str) -> List[str]:

"""Split ``text`` into chunks preserving the configured overlap."""

step = self.chunk\_size - self.chunk\_overlap

return [text[i : i + self.chunk\_size] for i in range(0, len(text), step)]

def split\_texts(self, texts: List[str]) -> List[str]:

"""Split multiple texts and flatten the resulting chunks."""

chunks: List[str] = []

for text in texts:

chunks.extend(self.split(text))

return chunks

class PDFLoader:

"""Extract text from PDF files stored at a path."""

def \_\_init\_\_(self, path: str):

self.path = Path(path)

self.documents: List[str] = []

def load(self) -> None:

"""Populate ``self.documents`` from the configured path."""

self.documents = list(self.\_iter\_documents())

def load\_file(self) -> None:

"""Load a single PDF specified by ``self.path``."""

self.documents = [self.\_read\_pdf(self.path)]

def load\_directory(self) -> None:

"""Load all PDF files contained within ``self.path``."""

self.documents = list(self.\_iter\_directory(self.path))

def load\_documents(self) -> List[str]:

"""Convenience wrapper returning the loaded documents."""

self.load()

return self.documents

def \_iter\_documents(self) -> Iterable[str]:

if self.path.is\_dir():

yield from self.\_iter\_directory(self.path)

elif self.path.is\_file() and self.path.suffix.lower() == ".pdf":

yield self.\_read\_pdf(self.path)

else:

raise ValueError(

"Provided path must be a directory or a .pdf file: " f"{self.path}"

)

def \_iter\_directory(self, directory: Path) -> Iterable[str]:

for entry in sorted(directory.rglob("\*.pdf")):

if entry.is\_file():

yield self.\_read\_pdf(entry)

def \_read\_pdf(self, file\_path: Path) -> str:

with file\_path.open("rb") as file\_handle:

pdf\_reader = PyPDF2.PdfReader(file\_handle)

extracted\_pages = [page.extract\_text() or "" for page in pdf\_reader.pages]

return "\n".join(extracted\_pages)

if \_\_name\_\_ == "\_\_main\_\_":

loader = TextFileLoader("data/KingLear.txt")

loader.load()

splitter = CharacterTextSplitter()

chunks = splitter.split\_texts(loader.documents)

print(len(chunks))

print(chunks[0])

print("--------")

print(chunks[1])

print("--------")

print(chunks[-2])

print("--------")

print(chunks[-1])

<https://github.com/AI-Maker-Space/AIE8/blob/main/03_End-to-End_RAG/aimakerspace/vectordatabase.py>   
  
import asyncio

from typing import Callable, Dict, Iterable, List, Optional, Tuple, Union

import numpy as np

from aimakerspace.openai\_utils.embedding import EmbeddingModel

def cosine\_similarity(vector\_a: np.ndarray, vector\_b: np.ndarray) -> float:

"""Return the cosine similarity between two vectors."""

norm\_a = np.linalg.norm(vector\_a)

norm\_b = np.linalg.norm(vector\_b)

if norm\_a == 0 or norm\_b == 0:

return 0.0

dot\_product = np.dot(vector\_a, vector\_b)

return float(dot\_product / (norm\_a \* norm\_b))

class VectorDatabase:

"""Minimal in-memory vector store backed by numpy arrays."""

def \_\_init\_\_(self, embedding\_model: Optional[EmbeddingModel] = None):

self.vectors: Dict[str, np.ndarray] = {}

self.embedding\_model = embedding\_model or EmbeddingModel()

def insert(self, key: str, vector: Iterable[float]) -> None:

"""Store ``vector`` so that it can be retrieved with ``key`` later on."""

self.vectors[key] = np.asarray(vector, dtype=float)

def search(

self,

query\_vector: Iterable[float],

k: int,

distance\_measure: Callable[[np.ndarray, np.ndarray], float] = cosine\_similarity,

) -> List[Tuple[str, float]]:

"""Return the ``k`` vectors most similar to ``query\_vector``."""

if k <= 0:

raise ValueError("k must be a positive integer")

query = np.asarray(query\_vector, dtype=float)

scores = [

(key, distance\_measure(query, vector))

for key, vector in self.vectors.items()

]

scores.sort(key=lambda item: item[1], reverse=True)

return scores[:k]

def search\_by\_text(

self,

query\_text: str,

k: int,

distance\_measure: Callable[[np.ndarray, np.ndarray], float] = cosine\_similarity,

return\_as\_text: bool = False,

) -> Union[List[Tuple[str, float]], List[str]]:

"""Vector search using an embedding generated from ``query\_text``."""

query\_vector = self.embedding\_model.get\_embedding(query\_text)

results = self.search(query\_vector, k, distance\_measure)

if return\_as\_text:

return [result[0] for result in results]

return results

def retrieve\_from\_key(self, key: str) -> Optional[np.ndarray]:

"""Return the stored vector for ``key`` if present."""

return self.vectors.get(key)

async def abuild\_from\_list(self, list\_of\_text: List[str]) -> "VectorDatabase":

"""Populate the vector store asynchronously from raw text snippets."""

embeddings = await self.embedding\_model.async\_get\_embeddings(list\_of\_text)

for text, embedding in zip(list\_of\_text, embeddings):

self.insert(text, embedding)

return self

if \_\_name\_\_ == "\_\_main\_\_":

list\_of\_text = [

"I like to eat broccoli and bananas.",

"I ate a banana and spinach smoothie for breakfast.",

"Chinchillas and kittens are cute.",

"My sister adopted a kitten yesterday.",

"Look at this cute hamster munching on a piece of broccoli.",

]

vector\_db = VectorDatabase()

vector\_db = asyncio.run(vector\_db.abuild\_from\_list(list\_of\_text))

k = 2

searched\_vector = vector\_db.search\_by\_text("I think fruit is awesome!", k=k)

print(f"Closest {k} vector(s):", searched\_vector)

retrieved\_vector = vector\_db.retrieve\_from\_key(

"I like to eat broccoli and bananas."

)

print("Retrieved vector:", retrieved\_vector)

relevant\_texts = vector\_db.search\_by\_text(

"I think fruit is awesome!", k=k, return\_as\_text=True

)

print(f"Closest {k} text(s):", relevant\_texts)  
  
  
<https://github.com/AI-Maker-Space/AIE8/blob/main/03_End-to-End_RAG/aimakerspace/openai_utils/prompts.py>   
  
import re

from typing import Any, Dict, List

class BasePrompt:

"""Simple string template helper used to format prompt text."""

def \_\_init\_\_(self, prompt: str):

self.prompt = prompt

self.\_pattern = re.compile(r"\{([^}]+)\}")

def format\_prompt(self, \*\*kwargs: Any) -> str:

"""Return the prompt with ``kwargs`` substituted for placeholders."""

matches = self.\_pattern.findall(self.prompt)

replacements = {match: kwargs.get(match, "") for match in matches}

return self.prompt.format(\*\*replacements)

def get\_input\_variables(self) -> List[str]:

"""Return the placeholder names used by this prompt."""

return self.\_pattern.findall(self.prompt)

class RolePrompt(BasePrompt):

"""Prompt template that also captures an accompanying chat role."""

def \_\_init\_\_(self, prompt: str, role: str):

super().\_\_init\_\_(prompt)

self.role = role

def create\_message(self, apply\_format: bool = True, \*\*kwargs: Any) -> Dict[str, str]:

"""Build an OpenAI chat message dictionary for this prompt."""

content = self.format\_prompt(\*\*kwargs) if apply\_format else self.prompt

return {"role": self.role, "content": content}

class SystemRolePrompt(RolePrompt):

def \_\_init\_\_(self, prompt: str):

super().\_\_init\_\_(prompt, "system")

class UserRolePrompt(RolePrompt):

def \_\_init\_\_(self, prompt: str):

super().\_\_init\_\_(prompt, "user")

class AssistantRolePrompt(RolePrompt):

def \_\_init\_\_(self, prompt: str):

super().\_\_init\_\_(prompt, "assistant")

if \_\_name\_\_ == "\_\_main\_\_":

prompt = BasePrompt("Hello {name}, you are {age} years old")

print(prompt.format\_prompt(name="John", age=30))

prompt = SystemRolePrompt("Hello {name}, you are {age} years old")

print(prompt.create\_message(name="John", age=30))

print(prompt.get\_input\_variables())

<https://github.com/AI-Maker-Space/AIE8/blob/main/03_End-to-End_RAG/aimakerspace/openai_utils/embedding.py>  
  
import asyncio

import os

from typing import Iterable, List

from dotenv import load\_dotenv

from openai import AsyncOpenAI, OpenAI

class EmbeddingModel:

"""Helper for generating embeddings via the OpenAI API."""

def \_\_init\_\_(self, embeddings\_model\_name: str = "text-embedding-3-small"):

load\_dotenv()

self.openai\_api\_key = os.getenv("OPENAI\_API\_KEY")

if self.openai\_api\_key is None:

raise ValueError(

"OPENAI\_API\_KEY environment variable is not set. "

"Please configure it with your OpenAI API key."

)

self.embeddings\_model\_name = embeddings\_model\_name

self.async\_client = AsyncOpenAI()

self.client = OpenAI()

async def async\_get\_embeddings(self, list\_of\_text: Iterable[str]) -> List[List[float]]:

"""Return embeddings for ``list\_of\_text`` using the async client."""

embedding\_response = await self.async\_client.embeddings.create(

input=list(list\_of\_text), model=self.embeddings\_model\_name

)

return [item.embedding for item in embedding\_response.data]

async def async\_get\_embedding(self, text: str) -> List[float]:

"""Return an embedding for a single text using the async client."""

embedding = await self.async\_client.embeddings.create(

input=text, model=self.embeddings\_model\_name

)

return embedding.data[0].embedding

def get\_embeddings(self, list\_of\_text: Iterable[str]) -> List[List[float]]:

"""Return embeddings for ``list\_of\_text`` using the sync client."""

embedding\_response = self.client.embeddings.create(

input=list(list\_of\_text), model=self.embeddings\_model\_name

)

return [item.embedding for item in embedding\_response.data]

def get\_embedding(self, text: str) -> List[float]:

"""Return an embedding for a single text using the sync client."""

embedding = self.client.embeddings.create(

input=text, model=self.embeddings\_model\_name

)

return embedding.data[0].embedding

if \_\_name\_\_ == "\_\_main\_\_":

embedding\_model = EmbeddingModel()

print(asyncio.run(embedding\_model.async\_get\_embedding("Hello, world!")))

print(

asyncio.run(

embedding\_model.async\_get\_embeddings(["Hello, world!", "Goodbye, world!"])

)

)  
  
<https://github.com/AI-Maker-Space/AIE8/blob/main/03_End-to-End_RAG/aimakerspace/openai_utils/chatmodel.py>  
  
import os

from typing import Any, AsyncIterator, Iterable, List, MutableMapping

from dotenv import load\_dotenv

from openai import AsyncOpenAI, OpenAI

load\_dotenv()

ChatMessage = MutableMapping[str, Any]

class ChatOpenAI:

"""Thin wrapper around the OpenAI chat completion APIs."""

def \_\_init\_\_(self, model\_name: str = "gpt-4o-mini"):

self.model\_name = model\_name

self.openai\_api\_key = os.getenv("OPENAI\_API\_KEY")

if self.openai\_api\_key is None:

raise ValueError("OPENAI\_API\_KEY is not set")

self.\_client = OpenAI()

self.\_async\_client = AsyncOpenAI()

def run(

self,

messages: Iterable[ChatMessage],

text\_only: bool = True,

\*\*kwargs: Any,

) -> Any:

"""Execute a chat completion request.

``messages`` must be an iterable of ``{"role": ..., "content": ...}``

dictionaries. When ``text\_only`` is ``True`` (the default) only the

completion text is returned; otherwise the full response object is

provided.

"""

message\_list = self.\_coerce\_messages(messages)

response = self.\_client.chat.completions.create(

model=self.model\_name, messages=message\_list, \*\*kwargs

)

if text\_only:

return response.choices[0].message.content

return response

async def astream(

self, messages: Iterable[ChatMessage], \*\*kwargs: Any

) -> AsyncIterator[str]:

"""Yield streaming completion chunks as they arrive from the API."""

message\_list = self.\_coerce\_messages(messages)

stream = await self.\_async\_client.chat.completions.create(

model=self.model\_name, messages=message\_list, stream=True, \*\*kwargs

)

async for chunk in stream:

content = chunk.choices[0].delta.content

if content is not None:

yield content

def \_coerce\_messages(self, messages: Iterable[ChatMessage]) -> List[ChatMessage]:

if isinstance(messages, list):

return messages

return list(messages)
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Session 04

**Production RAG with LangGraph and LangChain**<https://github.com/AI-Maker-Space/AIE8/blob/main/04_Production_RAG/README.md>

| **📰 Session Sheet** | **⏺️ Recording** | **🖼️ Slides** | **👨‍💻 Repo** | **📝 Homework** | **📁 Feedback** |
| --- | --- | --- | --- | --- | --- |
| [Session 4: RAG with LangGraph, OSS Local Models, & Eval w/ LangSmith](https://www.notion.so/Session-4-Production-Grade-RAG-with-LangChain-and-LangSmith-26acd547af3d80838d5beba464d7e701) | [Recording!](https://us02web.zoom.us/rec/share/jEs9TS_re1f9X3y2T61Dgv_bEp6EmVzVkiYDOC-cEU8WA2tR5jMI1bwsn4L_Al1n.msDqlCRCROFBaRCH) (78y?PRTg) | [Session 4 Slides](https://www.canva.com/design/DAGzMO1y0FQ/oJaw4HMIFecP3oX9jSO4fw/edit?utm_content=DAGzMO1y0FQ&utm_campaign=designshare&utm_medium=link2&utm_source=sharebutton) | You are here! | [Session 4 Assignment: Prod. RAG](https://forms.gle/i2SdxgWX4ahFwNrCA) | [AIE8 Feedback 9/18](https://forms.gle/ymYqK5MBLAG11jDB9) |

**Build 🏗️**

If running locally:

1. uv sync
2. **NEW**: Set up Ollama by running the Ollama\_Setup\_and\_Testing.ipynb notebook first to verify your local LLM setup
3. Open the main assignment notebook
4. Select the venv created by uv sync as your kernel

**Setting up Ollama (Local LLM)**

Before starting the main assignment, run the Ollama\_Setup\_and\_Testing.ipynb notebook to:

* Verify Ollama is installed and running
* Test embeddings with LangChain connectors
* Test model inference with LangChain connectors
* Ensure all models are properly downloaded

Run the preparation notebook and complete the contained tasks:

* 🤝 Breakout Room #1:
  1. Install and run Ollama
  2. Ensure all the required models are pulled
  3. Test them!

Next, run the Assignment notebook and complete the contained tasks:

* 🤝 Breakout Room #2:
  1. LangChain and LCEL Concepts
  2. Understanding States and Nodes
  3. Introduction to QDrant Vector Databases
  4. Building a Basic Graph

**Ship 🚢**

* The completed notebook.
* 5min. Loom Video

**Share 🚀**

* Walk through your notebook and explain what you've completed in the Loom video
* Make a social media post about your final application and tag @AIMakerspace
* Share 3 lessons learned
* Share 3 lessons not learned

**Submitting Your Homework**

Follow these steps to prepare and submit your homework:

1. Create a branch of your AIE7 repo to track your changes. Example command: git checkout -b s04-assignment
2. Responding to the activities and questions inline in the Assignment\_Introduction\_to\_LCEL\_and\_LangGraph\_LangChain\_Powered\_RAG.ipynb

*NOTE on the Assignment\_Introduction\_to\_LCEL\_and\_LangGraph\_LangChain\_Powered\_RAG notebook: You will also need to enter your response to Question #1 in the code cell directly below it which contains this line of code:*  embedding\_dim = # YOUR ANSWER

Introduction to LCEL and LangGraph: LangChain Powered RAG

<https://github.com/AI-Maker-Space/AIE8/blob/main/04_Production_RAG/Assignment_Introduction_to_LCEL_and_LangGraph_LangChain_Powered_RAG.ipynb>

In the following notebook we're going to focus on learning how to navigate and build useful applications using LangChain, specifically LCEL, and how to integrate different APIs together into a coherent RAG application!

We'll be building a RAG system to answer questions about how people use AI, using the "How People Use AI" dataset.

In the notebook, you'll complete the following Tasks:

* 🤝 Breakout Room #2:
  1. LangChain and LCEL Concepts
  2. Understanding States and Nodes
  3. Introduction to QDrant Vector Databases
  4. Building a Basic Graph

Let's get started!

Installation Requirements

Also, make sure Ollama is installed and running with the required models pulled (see instructions below).

Optional: LangSmith Setup for Tracing and Monitoring

LangSmith provides powerful tracing, monitoring, and debugging capabilities for LangChain applications. While not required for this notebook, setting it up will give you valuable insights into your RAG system's performance.

Getting LangSmith Credentials

1. **Sign up for LangSmith**: Visit [smith.langchain.com](https://smith.langchain.com/) and create a free account
2. **Get your API Key**:
   * Go to Settings → API Keys
   * Create a new API key and copy it
3. **Set your environment variables** (choose one method below):

**Option A: Set environment variables in your terminal before starting Jupyter:**

export LANGCHAIN\_TRACING\_V2**=**true

export LANGCHAIN\_API\_KEY**=**"your-api-key-here"

export LANGCHAIN\_PROJECT**=**"RAG-Assignment"

**Option B: Set them in the notebook (run the cell below):**

*# Optional: Set up LangSmith tracing*

*# Uncomment and fill in your credentials if you want to use LangSmith*

**import** os

**import** getpass

*# Uncomment the lines below to enable LangSmith tracing*

*# os.environ["LANGCHAIN\_TRACING\_V2"] = "true"*

*# os.environ["LANGCHAIN\_API\_KEY"] = getpass.getpass("Enter your LangSmith API key: ")*

*# os.environ["LANGCHAIN\_PROJECT"] = "RAG-Assignment"*

*# Verify setup (uncomment to check)*

*# print("LangSmith tracing enabled:", os.getenv("LANGCHAIN\_TRACING\_V2", "false"))*

*# print("Project name:", os.getenv("LANGCHAIN\_PROJECT", "Not set"))*

LangSmith tracing enabled: true

Project name: RAG-Assignment

What LangSmith Provides

Once set up, LangSmith will automatically trace your LangChain operations and provide:

* **Execution traces**: See exactly how your RAG pipeline processes each query
* **Performance metrics**: Monitor latency, token usage, and costs
* **Debugging tools**: Inspect intermediate outputs at each step
* **Error tracking**: Identify and debug issues in your chains
* **Dataset management**: Collect and organize your queries and responses

You can view all traces and analytics in your LangSmith dashboard at [smith.langchain.com](https://smith.langchain.com/).

**Note**: LangSmith is completely optional for this assignment. The notebook will work perfectly fine without it, but it's a valuable tool for production applications.

🤝 Breakout Room #2

Set Up Ollama

We'll be using Ollama to run local LLM models. Make sure you have Ollama installed and running:

1. Install Ollama from [https://ollama.ai](https://ollama.ai/) (curl https://ollama.ai/install.sh | sh)
2. Make sure the output of ollama -v reads 0.11.10 or greater.
3. Pull the models we'll use:
4. ollama pull gpt-oss:20b *# For the chat model*
5. ollama pull embeddinggemma:latest *# For embeddings*
6. Ensure Ollama is running (it should start automatically after installation)

A Note On Runnables

Understanding LangChain Runnables and LCEL

In LangChain, a Runnable is like a LEGO brick in your AI application - it's a standardized component that can be easily connected with other components. The real power of Runnables comes from their ability to be combined in flexible ways using LCEL (LangChain Expression Language).

Key Features of Runnables

1. Universal Interface

Every Runnable in LangChain follows the same pattern:

* Takes an input
* Performs some operation
* Returns an output

This consistency means you can treat different components (like models, retrievers, or parsers) in the same way.

2. Built-in Parallelization

Runnables come with methods for handling multiple inputs efficiently:

*# Process inputs in parallel, maintain order*

results **=** chain**.**batch([input1, input2, input3])

*# Process inputs as they complete*

**for** result **in** chain**.**batch\_as\_completed([input1, input2, input3]):

print(result)

3. Streaming Support

Perfect for responsive applications:

*# Stream outputs as they're generated*

**for** chunk **in** chain**.**stream({"query": "Tell me a story"}):

print(chunk, end**=**"", flush**=True**)

4. Easy Composition

The | operator makes building pipelines intuitive:

*# Create a basic RAG chain*

rag\_chain **=** retriever **|** prompt **|** model **|** output\_parser

Common Types of Runnables

* **Language Models**: Like our ChatOllama instance (running locally with Ollama)
* **Prompt Templates**: Format inputs consistently
* **Retrievers**: Get relevant context from a vector store
* **Output Parsers**: Structure model outputs
* **LangGraph Nodes**: Individual components in our graph

Think of Runnables as the building blocks of your LLM application. Just like how you can combine LEGO bricks in countless ways, you can mix and match Runnables to create increasingly sophisticated applications!

LangGraph Based RAG

Now that we have a reasonable grasp of LCEL and the idea of Runnables - let's see how we can use LangGraph to build the same system!

Primer: What is LangGraph?

LangGraph is a tool that leverages LangChain Expression Language to build coordinated multi-actor and stateful applications that includes cyclic behaviour.

Why Cycles?

In essence, we can think of a cycle in our graph as a more robust and customizable loop. It allows us to keep our application agent-forward while still giving the powerful functionality of traditional loops.

Due to the inclusion of cycles over loops, we can also compose rather complex flows through our graph in a much more readable and natural fashion. Effectively allowing us to recreate application flowcharts in code in an almost 1-to-1 fashion.

Why LangGraph?

Beyond the agent-forward approach - we can easily compose and combine traditional "DAG" (directed acyclic graph) chains with powerful cyclic behaviour due to the tight integration with LCEL. This means it's a natural extension to LangChain's core offerings!

NOTE: We're going to focus on building a simple DAG for today's assignment as an introduction to LangGraph

Putting the State in Stateful

Earlier we used this phrasing:

coordinated multi-actor and stateful applications

So what does that "stateful" mean?

To put it simply - we want to have some kind of object which we can pass around our application that holds information about what the current situation (state) is. Since our system will be constructed of many parts moving in a coordinated fashion - we want to be able to ensure we have some commonly understood idea of that state.

LangGraph leverages a StatefulGraph which uses an AgentState object to pass information between the various nodes of the graph.

There are more options than what we'll see below - but this AgentState object is one that is stored in a TypedDict with the key messages and the value is a Sequence of BaseMessages that will be appended to whenever the state changes.

However, in our example here, we're focusing on a simpler State object:

**class** State(TypedDict):

question: str

context: list[Document]

response: str

Let's think about a simple example to help understand exactly what this means (we'll simplify a great deal to try and clearly communicate what state is doing):

1. **We initialize our state object**:
2. {
3. "question": "",
4. "context": [],
5. "response": ""
6. }
7. **Our user submits a query to our application.**  
   We store the user's question in state["question"]. Now we have:
8. {
9. "question": "How tall is the Eiffel Tower?",
10. "context": [],
11. "response": ""
12. }
13. **We pass our state object to an Agent node** which is able to read the current state. It will use the value of state["question"] as input and might retrieve some context documents related to the question. It then generates a response which it stores in state["response"]. For example:
14. {
15. "question": "How tall is the Eiffel Tower?",
16. "context": [Document(page\_content**=**"...some data...")],
17. "response": "The Eiffel Tower is about 324 meters tall..."
18. }

That's it! The important part is that we have a consistent object (State) that's passed around, holding the crucial information as we go from one node to the next. This ensures our application has a single source of truth about what has happened so far and what is happening now.

**from** langgraph.graph **import** START, StateGraph

**from** typing\_extensions **import** TypedDict

**from** langchain\_core.documents **import** Document

**class** State(TypedDict):

question: str

context: list[Document]

response: str

Now that we have state, and we have tools, and we have an LLM - we can finally start making our graph!

Let's take a second to refresh ourselves about what a graph is in this context.

Graphs, also called networks in some circles, are a collection of connected objects.

The objects in question are typically called nodes, or vertices, and the connections are called edges.

Let's look at a simple graph.
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Here, we're using the coloured circles to represent the nodes and the yellow lines to represent the edges. In this case, we're looking at a fully connected graph - where each node is connected by an edge to each other node.

If we were to think about nodes in the context of LangGraph - we would think of a function, or an LCEL Runnable.

If we were to think about edges in the context of LangGraph - we might think of them as "paths to take" or "where to pass our state object next".

Building Nodes

We're going to need two nodes:

A node for retrieval, and a node for generation.

Let's start with our retrieve node!

Notice how we do not need to update the state object in the node, but can instead return a modification directly to our state.

Building a Retriever with LangChain

In order to build our retrieve node, we'll first need to build a retriever!

This will involve the following steps:

1. Ingesting Data
2. Chunking the Data
3. Vectorizing the Data and Storing it in a Vector Database
4. Converting it to a Retriever

Retreiver Step 1: Ingesting Data

In today's lesson, we're going to be building a RAG system to answer questions about how people use AI - and we will pull information into our index (vectorized chunks stored in our vector store) through LangChain's [PyMuPDFLoader](https://python.langchain.com/api_reference/community/document_loaders/langchain_community.document_loaders.pdf.PyMuPDFLoader.html)!

NOTE: We'll be using an async loader during our document ingesting - but our Jupyter Kernel is already running in an asyc loop! This means we'll want the ability to *nest* async loops.

**import** nest\_asyncio

nest\_asyncio**.**apply()

Now, we're good to load our documents through the [PyMuPDFLoader](https://python.langchain.com/api_reference/community/document_loaders/langchain_community.document_loaders.pdf.PyMuPDFLoader.html)!

**from** langchain\_community.document\_loaders **import** DirectoryLoader

**from** langchain\_community.document\_loaders **import** PyMuPDFLoader

directory\_loader **=** DirectoryLoader("data", glob**=**"\*\*/\*.pdf", loader\_cls**=**PyMuPDFLoader)

ai\_usage\_knowledge\_resources **=** directory\_loader**.**load()

ai\_usage\_knowledge\_resources[0]**.**page\_content[:1000]

'NBER WORKING PAPER SERIES\nHOW PEOPLE USE CHATGPT\nAaron Chatterji\nThomas Cunningham\nDavid J. Deming\nZoe Hitzig\nChristopher Ong\nCarl Yan Shan\nKevin Wadman\nWorking Paper 34255\nhttp://www.nber.org/papers/w34255\nNATIONAL BUREAU OF ECONOMIC RESEARCH\n1050 Massachusetts Avenue\nCambridge, MA 02138\nSeptember 2025\nWe acknowledge help and comments from Joshua Achiam, Hemanth Asirvatham, Ryan \nBeiermeister, Rachel Brown, Cassandra Duchan Solis, Jason Kwon, Elliott Mokski, Kevin Rao, \nHarrison Satcher, Gawesha Weeratunga, Hannah Wong, and Analytics & Insights team. We \nespecially thank Tyna Eloundou and Pamela Mishkin who in several ways laid the foundation for \nthis work. This study was approved by Harvard IRB (IRB25-0983). A repository containing all \ncode run to produce the analyses in this paper is available on request. The views expressed herein \nare those of the authors and do not necessarily reflect the views of the National Bureau of \nEconomic Research.\nAt least one co-author has disclosed a'

TextSplitting aka Chunking

We'll use the RecursiveCharacterTextSplitter to create our toy example.

It will split based on the following rules:

* Each chunk has a maximum size of 1000 tokens
* It will try and split first on the \n\n character, then on the \n, then on the <SPACE> character, and finally it will split on individual tokens.

Let's implement it and see the results!

**import** tiktoken

**from** langchain.text\_splitter **import** RecursiveCharacterTextSplitter

**def** tiktoken\_len(text):

*# Using cl100k\_base encoding which is a good general-purpose tokenizer*

*# This works well for estimating token counts even with Ollama models*

tokens **=** tiktoken**.**get\_encoding("cl100k\_base")**.**encode(

text,

)

**return** len(tokens)

text\_splitter **=** RecursiveCharacterTextSplitter(

chunk\_size **=** 750,

chunk\_overlap **=** 0,

length\_function **=** tiktoken\_len,

)

ai\_usage\_knowledge\_chunks **=** text\_splitter**.**split\_documents(ai\_usage\_knowledge\_resources)

🏗️ Activity #1:

While there's nothing specifically wrong with the chunking method used above - it is a naive approach that is not sensitive to specific data formats.

Brainstorm some ideas that would split large single documents into smaller documents.

1. YOUR IDEA HERE
2. YOUR IDEA HERE
3. YOUR IDEA HERE

Embeddings and Dense Vector Search

Now that we have our individual chunks, we need a system to correctly select the relevant pieces of information to answer our query.

This sounds like a perfect job for embeddings!

We'll be using Ollama's embeddinggemma model as our embedding model today! This is a powerful open-source embedding model that runs locally.

Let's load it up through LangChain.

**from** langchain\_ollama **import** OllamaEmbeddings

*# Using embeddinggemma which is a powerful open-source embedding model*

embedding\_model **=** OllamaEmbeddings(model**=**"embeddinggemma:latest")

❓ Question #1:

What is the embedding dimension, given that we're using embeddinggemma?

You will need to fill the next cell out correctly with your embedding dimension for the rest of the notebook to run.

embedding\_dim **=** *# YOUR ANSWER HERE*

Using A Vector Database - Intoduction to Qdrant

Up to this point, we've been using a dictionary to hold our embeddings - typically, we'll want to use a more robust strategy.

In this bootcamp - we'll be focusing on leveraging [Qdrant's vector database](https://qdrant.tech/qdrant-vector-database/).

Let's take a look at how we set-up Qdrant!

NOTE: We'll be spending a lot of time learning about Qdrant throughout the remainder of our time together - but for an initial primer, please check out [this resource](https://qdrant.tech/articles/what-is-a-vector-database/)

We are going to be using an "in-memory" Qdrant client, which means that our vectors will be held in our system's memory (RAM) - this is useful for prototyping and developement at smaller scales - but would need to be modified when moving to production. Luckily for us, this modification is trivial!

NOTE: While LangChain uses the terminology "VectorStore" (also known as a Vector Library), Qdrant is a "Vector Database" - more info. on that [here.](https://weaviate.io/blog/vector-library-vs-vector-database)

**from** langchain\_qdrant **import** QdrantVectorStore

**from** qdrant\_client **import** QdrantClient

**from** qdrant\_client.http.models **import** Distance, VectorParams

client **=** QdrantClient(":memory:")

Next, we need to create a collection - a collection is a specific...collection of vectors within the Qdrant client.

These are useful as they allow us to create multiple different "warehouses" in a single client, which can be leveraged for personalization and more!

Also notice that we define what our vector shapes are (embedding dim) as well as our desired distance metric.

client**.**create\_collection(

collection\_name**=**"ai\_usage\_knowledge\_index",

vectors\_config**=**VectorParams(size**=**embedding\_dim, distance**=**Distance**.**COSINE),

)

True

Now we can assemble our vector database! Notice that we provide our client, our created collection, and our embedding model!

vector\_store **=** QdrantVectorStore(

client**=**client,

collection\_name**=**"ai\_usage\_knowledge\_index",

embedding**=**embedding\_model,

)

Now that we have our vector database set-up, we can add our documents into it!

\_ **=** vector\_store**.**add\_documents(documents**=**ai\_usage\_knowledge\_chunks)

Creating a Retriever

Now that we have an idea of how we're getting our most relevant information - let's see how we could create a pipeline that would automatically extract the closest chunk to our query and use it as context for our prompt!

This will involve a popular LangChain interace known as as\_retriever!

NOTE: We can still specify how many documents we wish to retrieve per vector.

retriever **=** vector\_store**.**as\_retriever(search\_kwargs**=**{"k": 5})

retriever**.**invoke("How do people use AI in their daily work?")

[Document(metadata={'producer': 'macOS Version 15.4.1 (Build 24E263) Quartz PDFContext, AppendMode 1.1', 'creator': 'LaTeX with hyperref', 'creationdate': '2025-09-12T20:05:32+00:00', 'source': 'data/howpeopleuseai.pdf', 'file\_path': 'data/howpeopleuseai.pdf', 'total\_pages': 64, 'format': 'PDF 1.6', 'title': 'How People Use ChatGPT', 'author': '', 'subject': '', 'keywords': '', 'moddate': '2025-09-15T10:32:36-04:00', 'trapped': '', 'modDate': "D:20250915103236-04'00'", 'creationDate': 'D:20250912200532Z', 'page': 34, '\_id': 'e060d9fe56994b61841d2d220a033503', '\_collection\_name': 'ai\_usage\_knowledge\_index'}, page\_content='Panel A. Work Related\nPanel B1. Asking.\nPanel B2. Doing.\nFigure 23: (continued on next page)\n33'),

Document(metadata={'producer': 'macOS Version 15.4.1 (Build 24E263) Quartz PDFContext, AppendMode 1.1', 'creator': 'LaTeX with hyperref', 'creationdate': '2025-09-12T20:05:32+00:00', 'source': 'data/howpeopleuseai.pdf', 'file\_path': 'data/howpeopleuseai.pdf', 'total\_pages': 64, 'format': 'PDF 1.6', 'title': 'How People Use ChatGPT', 'author': '', 'subject': '', 'keywords': '', 'moddate': '2025-09-15T10:32:36-04:00', 'trapped': '', 'modDate': "D:20250915103236-04'00'", 'creationDate': 'D:20250912200532Z', 'page': 30, '\_id': '7c24917ac2bf47f19cf05dca5822b8c1', '\_collection\_name': 'ai\_usage\_knowledge\_index'}, page\_content='Panel A. Work Related\nPanel B1. Asking.\nPanel B2. Doing.\nPanel B3. Expressing.\nFigure 22: (continued on next page)\n29'),

Document(metadata={'producer': 'macOS Version 15.4.1 (Build 24E263) Quartz PDFContext, AppendMode 1.1', 'creator': 'LaTeX with hyperref', 'creationdate': '2025-09-12T20:05:32+00:00', 'source': 'data/howpeopleuseai.pdf', 'file\_path': 'data/howpeopleuseai.pdf', 'total\_pages': 64, 'format': 'PDF 1.6', 'title': 'How People Use ChatGPT', 'author': '', 'subject': '', 'keywords': '', 'moddate': '2025-09-15T10:32:36-04:00', 'trapped': '', 'modDate': "D:20250915103236-04'00'", 'creationDate': 'D:20250912200532Z', 'page': 53, '\_id': '94c3d1d00d584ad199f807424e761a38', '\_collection\_name': 'ai\_usage\_knowledge\_index'}, page\_content="E.g. 'User is rewriting email to neighbors about\nplumbing to be more friendly,'\nor 'User is complaining about grandmother'\nor 'User is asking for help fixing python databricks error.'\n31The IWA classifications were carried out by two annotators, while all other classifications had three.\n52"),

Document(metadata={'producer': 'macOS Version 15.4.1 (Build 24E263) Quartz PDFContext, AppendMode 1.1', 'creator': 'LaTeX with hyperref', 'creationdate': '2025-09-12T20:05:32+00:00', 'source': 'data/howpeopleuseai.pdf', 'file\_path': 'data/howpeopleuseai.pdf', 'total\_pages': 64, 'format': 'PDF 1.6', 'title': 'How People Use ChatGPT', 'author': '', 'subject': '', 'keywords': '', 'moddate': '2025-09-15T10:32:36-04:00', 'trapped': '', 'modDate': "D:20250915103236-04'00'", 'creationDate': 'D:20250912200532Z', 'page': 37, '\_id': '67282288707b4a8da8eec2c56ad98bdf', '\_collection\_name': 'ai\_usage\_knowledge\_index'}, page\_content='in knowledge-intensive jobs where productivity is increasing in the quality of decision-making.\n36'),

Document(metadata={'producer': 'macOS Version 15.4.1 (Build 24E263) Quartz PDFContext, AppendMode 1.1', 'creator': 'LaTeX with hyperref', 'creationdate': '2025-09-12T20:05:32+00:00', 'source': 'data/howpeopleuseai.pdf', 'file\_path': 'data/howpeopleuseai.pdf', 'total\_pages': 64, 'format': 'PDF 1.6', 'title': 'How People Use ChatGPT', 'author': '', 'subject': '', 'keywords': '', 'moddate': '2025-09-15T10:32:36-04:00', 'trapped': '', 'modDate': "D:20250915103236-04'00'", 'creationDate': 'D:20250912200532Z', 'page': 32, '\_id': '8a5b523262f4425f983f1140b2830f01', '\_collection\_name': 'ai\_usage\_knowledge\_index'}, page\_content='27As discussed in Section: Data and Privacy, our dataset only includes users on ChatGPT Consumer plans. Corporate\nusers may also use ChatGPT Business (formerly known as Teams) or ChatGPT Enterprise.\n28Very few work-related messages are classified as Expressing.\n29Appendix D contains a full report of GWA counts broken down by occupation, for both work-related ChatGPT\n31')]

Creating the Node

We're finally ready to create our node!

**def** retrieve(state: State) **->** State:

retrieved\_docs **=** retriever**.**invoke(state["question"])

**return** {"context" : retrieved\_docs}

Generate Node

Next, let's create our generate node - which will leverage LangChain and something called an "LCEL Chain" which you can read more about [here](https://python.langchain.com/docs/concepts/lcel/)!

We'll want to create a chain that does the following:

1. Formats our inputs into a chat template suitable for RAG
2. Takes that chat template and sends it to an LLM
3. Parses that output into str format

Let's get chaining!

Chain Components: RAG Chat Template

We'll create a chat template that takes in some query and formats it as a RAG prompt using LangChain's prompt template!

**from** langchain\_core.prompts **import** ChatPromptTemplate

HUMAN\_TEMPLATE **=** """

#CONTEXT:

{context}

QUERY:

{query}

Use the provide context to answer the provided user query. Only use the provided context to answer the query. If you do not know the answer, or it's not contained in the provided context response with "I don't know"

"""

chat\_prompt **=** ChatPromptTemplate**.**from\_messages([

("human", HUMAN\_TEMPLATE)

])

chat\_prompt**.**invoke({"context" : "OUR CONTEXT HERE", "query" : "OUR QUERY HERE"})**.**messages[0]**.**content

'\n#CONTEXT:\nOUR CONTEXT HERE\n\nQUERY:\nOUR QUERY HERE\n\nUse the provide context to answer the provided user query. Only use the provided context to answer the query. If you do not know the answer, or it\'s not contained in the provided context response with "I don\'t know"\n'

Chain Components: Generator

We'll next set-up the generator - which will be Ollama's gpt-oss:20b model running locally!

**from** langchain\_ollama **import** ChatOllama

*# Using gpt-oss:20b which is a powerful and efficient local model*

ollama\_chat\_model **=** ChatOllama(model**=**"gpt-oss:20b", temperature**=**0.6)

Let's now call our model with a formatted prompt.

Notice that we have some nested calls here - we'll see that this is made easier by LCEL.

ollama\_chat\_model**.**invoke(chat\_prompt**.**invoke({"context" : "Paris is the capital of France", "query" : "What is the capital of France?"}))

AIMessage(content='Paris', additional\_kwargs={}, response\_metadata={'model': 'gpt-oss:20b', 'created\_at': '2025-09-18T16:59:06.037892Z', 'done': True, 'done\_reason': 'stop', 'total\_duration': 13615905167, 'load\_duration': 12595585125, 'prompt\_eval\_count': 132, 'prompt\_eval\_duration': 383249084, 'eval\_count': 57, 'eval\_duration': 635981541, 'model\_name': 'gpt-oss:20b'}, id='run--dee7da1a-ed5e-4227-8081-ed98c5e9a0cf-0', usage\_metadata={'input\_tokens': 132, 'output\_tokens': 57, 'total\_tokens': 189})

Chain Components: str Parser

Finally, let's set-up our StrOutputParser() which will transform our model's output into a simple str to be provided to the user.

NOTE: You can see us leveraging LCEL in the example below to avoid needing to do nested calls.

**from** langchain\_core.output\_parsers **import** StrOutputParser

generator\_chain **=** chat\_prompt **|** ollama\_chat\_model **|** StrOutputParser()

generator\_chain**.**invoke({"context" : "Paris is the capital of France", "query" : "What is the capital of France?"})

'Paris'

generate Node:

Now we can create our generate Node!

**def** generate(state: State) **->** State:

generator\_chain **=** chat\_prompt **|** ollama\_chat\_model **|** StrOutputParser()

response **=** generator\_chain**.**invoke({"query" : state["question"], "context" : state["context"]})

**return** {"response" : response}

Now we can start defining our graph!

Think of the graph's state as a blank canvas that we can add nodes and edges to.

Every graph starts with two special nodes - START and END - the act as the entry and exit point to the other nodes in the graphs.

All valid graphs must start at the START node and end at the END node.

*# Start with the blank canvas*

graph\_builder **=** StateGraph(State)

Now we can add a sequence to our "canvas" (graph) - this can be done by providing a list of nodes, the will automatically have edges that connect the i-th element to the i+1-th element in the list. The final element will be added to the END node unless otherwise specified.

graph\_builder **=** graph\_builder**.**add\_sequence([retrieve, generate])

Next, let's connect our START node to our retrieve node by adding an edge.

graph\_builder**.**add\_edge(START, "retrieve")

<langgraph.graph.state.StateGraph at 0x122c5a270>

Finally we can compile our graph! This will do basic verification to ensure that the Runnables have the correct inputs/outputs and can be matched.

graph **=** graph\_builder**.**compile()

Finally, we can visualize our graph!

graph

![A diagram of a diagram

AI-generated content may be incorrect.](data:image/png;base64,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)

Let's take it for a spin!

We invoke our graph like we do any other Runnable in LCEL!

NOTE: That's right, even a compiled graph is a Runnable!

**from** IPython.display **import** Markdown, display

response **=** graph**.**invoke({"question" : "What are the most common ways people use AI in their work?"})

display(Markdown(response["response"]))

Based on the study’s categorization, the most common ways people use AI in their work are grouped into four broad activities:

1. **Work‑related tasks** – using AI to help with day‑to‑day professional duties (e.g., drafting emails, preparing documents, or other job‑specific tasks).
2. **Asking** – seeking information or advice from the AI (e.g., “User is asking for help fixing a Python Databricks error”).
3. **Doing** – having the AI carry out a task directly (e.g., generating code, summarizing data).
4. **Expressing** – using AI to brainstorm, rewrite, or refine content (e.g., “User is rewriting an email to neighbors about plumbing to be more friendly”).

These four categories capture the most frequent ways people employ AI to support their work.

response **=** graph**.**invoke({"question" : "Do people use AI for their personal lives?"})

display(Markdown(response["response"]))

Yes. The study’s examples show people using ChatGPT for everyday, personal tasks—e.g., “User is rewriting an email to neighbors about plumbing to be more friendly,” “User is complaining about grandmother,” and other non‑work‑related requests. These illustrate that AI is used in personal life contexts.

response **=** graph**.**invoke({"question" : "What concerns or challenges do people have when using AI?"})

display(Markdown(response["response"]))

Based on the material provided, the main concern that emerges is **social‑desirability bias** when people report their use of AI.

* The cited study by Ling and Imas (“Underreporting of AI use: The role of social desirability bias”) highlights that many users may **underreport or conceal their AI usage** because they feel it could be viewed negatively or because they want to appear more competent.
* This bias creates a challenge for researchers and practitioners who rely on self‑reported data to understand how AI is actually being used, especially in **knowledge‑intensive jobs** where AI can influence productivity and decision‑making.

In short, a key challenge people face when using AI is the tendency to underreport their usage due to social‑desirability concerns, which complicates accurate assessment of AI’s impact.

response **=** graph**.**invoke({"question" : "Who is Batman?"})

display(Markdown(response["response"]))

I don't know.

❓ Question #2:

LangGraph's graph-based approach lets us visualize and manage complex flows naturally. How could we extend our current implementation to handle edge cases? For example:

* What if the retriever finds no relevant context?
* What if the response needs fact-checking? Consider how you would modify the graph to handle these scenarios.

✅ Answers

2.1 #Your answer here

2.2 #Your answer here

Ollama Setup and Testing

<https://github.com/AI-Maker-Space/AIE8/blob/main/04_Production_RAG/Ollama_Setup_and_Testing.ipynb>  
  
This notebook will help you set up and test Ollama with LangChain connectors before starting the main RAG assignment.

Prerequisites

1. **Install Ollama** from [https://ollama.ai](https://ollama.ai/)
   * On Linux/Mac: curl https://ollama.ai/install.sh | sh
   * On Windows: Download and run the installer
2. **Verify Installation**
   * Run ollama -v in your terminal
   * Should show version 0.11.10 or greater
3. **Pull Required Models**
4. *# For chat/inference*
5. ollama pull gpt-oss:20b
6. *# For embeddings*
7. ollama pull embeddinggemma:latest

Step 1: Test Ollama Connection

First, let's verify that Ollama is running and accessible:

**import** requests

**import** json

*# Test if Ollama is running*

**try**:

response **=** requests**.**get('http://localhost:11434/api/tags')

**if** response**.**status\_code **==** 200:

models **=** json**.**loads(response**.**text)

print("✅ Ollama is running!")

print("\nAvailable models:")

**for** model **in** models**.**get('models', []):

print(f" - {model['name']}")

**else**:

print("❌ Ollama is not responding properly")

**except** requests**.**exceptions**.**ConnectionError:

print("❌ Cannot connect to Ollama. Make sure it's running!")

print("Start Ollama by running 'ollama serve' in a terminal")

✅ Ollama is running!

Available models:

- gpt-oss:20b

- embeddinggemma:latest

Step 2: Test Embeddings with Ollama

Now let's test creating embeddings using the LangChain Ollama connector:

**from** langchain\_ollama **import** OllamaEmbeddings

*# Initialize the embedding model*

embedding\_model **=** OllamaEmbeddings(

model**=**"embeddinggemma:latest",

base\_url**=**"http://localhost:11434" *# Default Ollama URL*

)

print("✅ Embedding model initialized")

✅ Embedding model initialized

*# Test embedding a single query*

test\_query **=** "What is the meaning of life?"

print(f"Embedding query: '{test\_query}'")

embedding **=** embedding\_model**.**embed\_query(test\_query)

print(f"\n✅ Successfully created embedding!")

print(f"Embedding dimension: {len(embedding)}")

print(f"First 10 values: {embedding[:10]}")

Embedding query: 'What is the meaning of life?'

✅ Successfully created embedding!

Embedding dimension: 768

First 10 values: [-0.14624307, 0.029132523, 0.037615955, -0.02487349, -0.02655731, 0.016060056, -0.027486855, 0.027256342, 0.01139732, -2.40085e-05]

*# Test embedding multiple documents*

test\_documents **=** [

"The quick brown fox jumps over the lazy dog.",

"Machine learning is a subset of artificial intelligence.",

"Python is a popular programming language for data science."

]

print("Embedding multiple documents...")

embeddings **=** embedding\_model**.**embed\_documents(test\_documents)

print(f"\n✅ Successfully created {len(embeddings)} embeddings!")

**for** i, doc **in** enumerate(test\_documents):

print(f"\nDocument {i**+**1}: '{doc[:50]}...'")

print(f" Embedding dimension: {len(embeddings[i])}")

print(f" First 5 values: {embeddings[i][:5]}")

Embedding multiple documents...

✅ Successfully created 3 embeddings!

Document 1: 'The quick brown fox jumps over the lazy dog....'

Embedding dimension: 768

First 5 values: [-0.14781645, 0.002890088, 0.052144155, -0.029089162, -0.036695607]

Document 2: 'Machine learning is a subset of artificial intelli...'

Embedding dimension: 768

First 5 values: [-0.1240763, -0.0027511106, -0.00032809668, 0.010076388, 0.001677464]

Document 3: 'Python is a popular programming language for data ...'

Embedding dimension: 768

First 5 values: [-0.16269195, -0.010295422, 0.025464684, 0.000692403, -0.01887165]

Step 3: Test Model Inference with Ollama

Now let's test using Ollama for text generation/inference using the LangChain connector:

**from** langchain\_ollama **import** ChatOllama

**from** langchain\_core.messages **import** HumanMessage, SystemMessage

*# Initialize the chat model*

chat\_model **=** ChatOllama(

model**=**"gpt-oss:20b",

temperature**=**0.6,

base\_url**=**"http://localhost:11434",

verbose**=True**

)

print("✅ Chat model initialized")

✅ Chat model initialized

Let's add a procedure to measure the inference performance of the model

**def** detailed\_performance\_metrics(response\_metadata):

"""

Calculate comprehensive performance metrics from Ollama response metadata

"""

*# Extract all timing data (in nanoseconds)*

total\_duration **=** response\_metadata**.**get('total\_duration', 0)

load\_duration **=** response\_metadata**.**get('load\_duration', 0)

prompt\_eval\_duration **=** response\_metadata**.**get('prompt\_eval\_duration', 0)

eval\_duration **=** response\_metadata**.**get('eval\_duration', 0)

*# Extract token counts*

prompt\_eval\_count **=** response\_metadata**.**get('prompt\_eval\_count', 0)

eval\_count **=** response\_metadata**.**get('eval\_count', 0)

*# Convert to seconds*

total\_seconds **=** total\_duration **/** 1\_000\_000\_000

load\_seconds **=** load\_duration **/** 1\_000\_000\_000

prompt\_eval\_seconds **=** prompt\_eval\_duration **/** 1\_000\_000\_000

eval\_seconds **=** eval\_duration **/** 1\_000\_000\_000

*# tokens per second*

tokens\_per\_second **=** eval\_count **/** eval\_seconds

*# Calculate metrics*

metrics **=** {

'generation\_tokens\_per\_second': eval\_count **/** eval\_seconds **if** eval\_seconds **>** 0 **else** 0,

'prompt\_tokens\_per\_second': prompt\_eval\_count **/** prompt\_eval\_seconds **if** prompt\_eval\_seconds **>** 0 **else** 0,

'total\_tokens': prompt\_eval\_count **+** eval\_count,

'total\_time\_seconds': total\_seconds,

'load\_time\_seconds': load\_seconds,

'generation\_time\_seconds': eval\_seconds,

'prompt\_processing\_time\_seconds': prompt\_eval\_seconds,

}

print(f"Total tokens: {metrics['total\_tokens']}")

print(f"Total time seconds: {metrics['total\_time\_seconds']}")

print(f"Load time seconds: {metrics['load\_time\_seconds']}")

print(f"Generation time seconds: {metrics['generation\_time\_seconds']}")

print(f"Prompt processing time seconds: {metrics['prompt\_processing\_time\_seconds']}")

print(f"Generation tokens per second: {metrics['generation\_tokens\_per\_second']}")

print(f"Prompt tokens per second: {metrics['prompt\_tokens\_per\_second']}")

**return** metrics

*# Test simple inference*

prompt **=** "Explain quantum computing in one sentence."

print(f"Prompt: {prompt}")

print("\nGenerating response...")

response **=** chat\_model**.**invoke(prompt)

print(f"\n✅ Response generated!")

print(f"\nModel output: {response**.**content}")

Prompt: Explain quantum computing in one sentence.

Generating response...

✅ Response generated!

Model output: Quantum computing harnesses qubits that can occupy superpositions and become entangled, allowing quantum gates to perform massively parallel operations that can solve certain problems exponentially faster than classical computers.

\_ **=** detailed\_performance\_metrics(response**.**response\_metadata)

Total tokens: 191

Total time seconds: 2.793579209

Load time seconds: 1.101918542

Generation time seconds: 1.336429292

Prompt processing time seconds: 0.354481542

Generation tokens per second: 87.54671923189184

Prompt tokens per second: 208.75558028350036

*# Test with system message and human message*

messages **=** [

SystemMessage(content**=**"You are a helpful AI assistant that explains complex topics simply."),

HumanMessage(content**=**"What is machine learning?")

]

print("Sending messages to model...")

response **=** chat\_model**.**invoke(messages)

print(f"\n✅ Response generated!")

print(f"\nModel output: {response**.**content}")

Sending messages to model...

✅ Response generated!

Model output: \*\*Machine learning (ML)\*\* is a way to let computers learn patterns and make decisions from data instead of being told exactly how to do everything.

---

### The basic idea

| Step | What happens | Analogy |

|------|--------------|---------|

| 1. \*\*Collect data\*\* | Gather examples (images, text, numbers, etc.) | A student collects notes from many books |

| 2. \*\*Teach the model\*\* | The computer looks at the data and finds regularities | The student reads the notes and notices common themes |

| 3. \*\*Make predictions\*\* | When given new data, the model uses the patterns it learned to guess the answer | The student uses what they learned to solve a new problem |

---

### Types of learning

| Type | How it works | Everyday example |

|------|--------------|------------------|

| \*\*Supervised\*\* | The data comes with the correct answer (label). The model learns to map input → output. | Spam filter: emails labeled “spam” or “not spam”. |

| \*\*Unsupervised\*\* | No labels. The model finds hidden structure (clusters, associations). | Grouping customers by buying habits. |

| \*\*Reinforcement\*\* | The model gets rewards or penalties for actions and learns a strategy. | A game‑playing AI learning to win by trial and error. |

---

### Why it matters

- \*\*Automation\*\*: Let computers do tasks that need pattern recognition (image recognition, speech recognition, recommendation engines).

- \*\*Speed\*\*: Once trained, models can process huge amounts of data quickly.

- \*\*Adaptability\*\*: Models can improve over time as they see more data.

---

### A quick example

1. \*\*Collect\*\*: 1,000 pictures of cats and dogs, each labeled “cat” or “dog”.

2. \*\*Train\*\*: The computer looks at pixel patterns and learns which features (eyelash length, ear shape, etc.) correlate with each label.

3. \*\*Predict\*\*: When you show it a new picture, it outputs “cat” or “dog” based on what it learned.

---

### Bottom line

Machine learning is \*\*training a computer to recognize patterns in data and use those patterns to make decisions or predictions\*\*—much like how we learn from experience.

\_ **=** detailed\_performance\_metrics(response**.**response\_metadata)

Total tokens: 622

Total time seconds: 6.603062583

Load time seconds: 0.105166042

Generation time seconds: 6.159919833

Prompt processing time seconds: 0.313681375

Generation tokens per second: 86.04008077518758

Prompt tokens per second: 293.29124178953884

Step 4: Test Streaming Response

Ollama supports streaming responses, which is useful for real-time applications:

*# Test streaming*

prompt **=** "Write a haiku about artificial intelligence."

print(f"Prompt: {prompt}")

print("\nStreaming response:")

print("-" **\*** 40)

**for** chunk **in** chat\_model**.**stream(prompt):

print(chunk**.**content, end**=**"", flush**=True**)

print("\n" **+** "-" **\*** 40)

print("\n✅ Streaming completed!")

Prompt: Write a haiku about artificial intelligence.

Streaming response:

----------------------------------------

Silent code hums deep

Minds born of silicon dreams

Stars in data glow

----------------------------------------

✅ Streaming completed!

Summary

If all the tests above passed, you're ready to use Ollama with LangChain! Here's what we tested:

✅ **Embeddings**:

* Created embeddings for single queries
* Created embeddings for multiple documents
* Verified embedding dimensions

✅ **Model Inference**:

* Simple text generation
* Chat with system and human messages
* Streaming responses
* Integration with LangChain chains

Troubleshooting

If you encounter issues:

1. **Model Not Found**: Pull the required models (ollama pull <model-name>)
2. **Slow Performance**: Ollama models run on CPU by default. For better performance:
   * Use smaller models for testing
   * Consider GPU acceleration if available
3. **Memory Issues**: Large models require significant RAM. Try smaller variants if needed.

Next Steps

Now you're ready to proceed with the main RAG assignment using Ollama!

https://github.com/AI-Maker-Space/AIE8/blob/main/04\_Production\_RAG/pyproject.toml

*[project]*

*name = "04-producton-rag"*

*version = "0.1.0"*

*description = "Add your description here"*

*readme = "README.md"*

*requires-python = "==3.12.\*"*

*dependencies = [*

*"jupyter>=1.1.1",*

*"langchain-community>=0.3.26",*

*"langchain-core>=0.3.67",*

*"langchain-ollama>=0.3.8",*

*"langchain-openai>=0.3.27",*

*"langchain-qdrant>=0.2.0",*

*"langgraph>=0.5.0",*

*"langsmith>=0.4.4",*

*"pandas>=2.3.0",*

*"pymupdf>=1.26.1",*

*]*